**Lab Assignment 08**

Name: Moinul Hossain Bhuiyan

Id: 20301002

Section06

**Visualization Of the tree**

print("                  1         ")

print("                ↙   ↘       ")

print("              ↙       ↘     ")

print("           ↙             ↘   ")

print("         2                  3  ")

print("      ↙     ↘                ↘  ")

print("    ↙          ↘               ↘ ")

print("  4               5               6 ")

**The Output Would be:**
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**Task01**

class Node(object):

    def \_\_init\_\_(self, c, lft, rht, pnt):

        self.e = None

        self.left = None

        self.right = None

        self.parent = None

        self.e=c

        self.left=lft

        self.right=rht

        self.parent=pnt

def tree(a, i):

    if i<0 or i>=len(a) or a[i] is None:

        return None

    else:

        root = Node(a[i],None,None,None)

        root.left = tree(a,2\*i)

        root.right = tree(a,2\*i+1)

        if root.left is not None:

            root.left.parent = root

        if root.right is not None:

            root.right.parent = root

        return root

    def max(r\_l, r\_r):

        if r\_l> r\_r:

            return r\_l

        return r\_r

def height(root):

    if root is None:

        return 0

    return 1+max(height(root.left),height(root.right))

arr = [None, 1, 2, 3, 4, 5, None, 6]

tree = tree(arr,1)

print("Height of the tree:",height(tree))

**Output Would Be:**
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**Task02**

class Node(object):

    def \_\_init\_\_(self, c, lft, rht, pnt):

        self.e = None

        self.left = None

        self.right = None

        self.parent = None

        self.e=c

        self.left=lft

        self.right=rht

        self.parent=pnt

def tree(a, i):

    if i<0 or i>=len(a) or a[i] is None:

        return None

    else:

        root = Node(a[i],None,None,None)

        root.left = tree(a,2\*i)

        root.right = tree(a,2\*i+1)

        if root.left is not None:

            root.left.parent = root

        if root.right is not None:

            root.right.parent = root

        return root

    def max(r\_l, r\_r):

        if r\_l> r\_r:

            return r\_l

        return r\_r

def level(n):

    if n.parent is None:

        return 0

    return 1+level(n.parent)

arr = [None, 1, 2, 3, 4, 5, None, 6]

x = tree(arr,1)

print("The level of node: ",level(x.left.right))

**Output Would Be:**

**![](data:image/png;base64,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)**

**Task03**

class Node(object):

    def \_\_init\_\_(self, c, lft, rht, pnt):

        self.e = None

        self.left = None

        self.right = None

        self.parent = None

        self.e=c

        self.left=lft

        self.right=rht

        self.parent=pnt

def tree(a, i):

    if i<0 or i>=len(a) or a[i] is None:

        return None

    else:

        root = Node(a[i],None,None,None)

        root.left = tree(a,2\*i)

        root.right = tree(a,2\*i+1)

        if root.left is not None:

            root.left.parent = root

        if root.right is not None:

            root.right.parent = root

        return root

    def max(r\_l, r\_r):

        if r\_l> r\_r:

            return r\_l

        return r\_r

def preordertraversal(r):

    if r is not None:

        print(r.e)

        preordertraversal(r.left)

        preordertraversal(r.right)

arr = [None, 1, 2, 3, 4, 5, None, 6]

pre = tree(arr,1)

print("The preorder traversal is: ")

preordertraversal(pre)

**Output Would Be:**
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**Task04**

class Node(object):

    def \_\_init\_\_(self, c, lft, rht, pnt):

        self.e = None

        self.left = None

        self.right = None

        self.parent = None

        self.e=c

        self.left=lft

        self.right=rht

        self.parent=pnt

def tree(a, i):

    if i<0 or i>=len(a) or a[i] is None:

        return None

    else:

        root = Node(a[i],None,None,None)

        root.left = tree(a,2\*i)

        root.right = tree(a,2\*i+1)

        if root.left is not None:

            root.left.parent = root

        if root.right is not None:

            root.right.parent = root

        return root

    def max(r\_l, r\_r):

        if r\_l> r\_r:

            return r\_l

        return r\_r

def inordertraversal(r):

    if r is not None:

        inordertraversal(r.left)

        print(r.e)

        inordertraversal(r.right)

arr = [None, 1, 2, 3, 4, 5, None, 6]

in\_ord = tree(arr,1)

print("The Inorder traversal is: ")

inordertraversal(in\_ord)

**Output Would Be:**
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**Task05**

class Node(object):

    def \_\_init\_\_(self, c, lft, rht, pnt):

        self.e = None

        self.left = None

        self.right = None

        self.parent = None

        self.e=c

        self.left=lft

        self.right=rht

        self.parent=pnt

def tree(a, i):

    if i<0 or i>=len(a) or a[i] is None:

        return None

    else:

        root = Node(a[i],None,None,None)

        root.left = tree(a,2\*i)

        root.right = tree(a,2\*i+1)

        if root.left is not None:

            root.left.parent = root

        if root.right is not None:

            root.right.parent = root

        return root

    def max(r\_l, r\_r):

        if r\_l> r\_r:

            return r\_l

        return r\_r

def postordertraversal(r):

    if r is not None:

        postordertraversal(r.left)

        postordertraversal(r.right)

        print(r.e)

arr = [None, 1, 2, 3, 4, 5, None, 6]

post = tree(arr,1)

print("The post order traversal is: ")

postordertraversal(post)

**Output Would Be:**
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**Task06**

class Node(object):

    def \_\_init\_\_(self, c, lft, rht, pnt):

        self.e = None

        self.left = None

        self.right = None

        self.parent = None

        self.e=c

        self.left=lft

        self.right=rht

        self.parent=pnt

def tree(a, i):

    if i<0 or i>=len(a) or a[i] is None:

        return None

    else:

        root = Node(a[i],None,None,None)

        root.left = tree(a,2\*i)

        root.right = tree(a,2\*i+1)

        if root.left is not None:

            root.left.parent = root

        if root.right is not None:

            root.right.parent = root

        return root

    def max(r\_l, r\_r):

        if r\_l> r\_r:

            return r\_l

        return r\_r

def smornt(a, b):

    result =""

    i = 0

    while i<len(a):

        j = 0

        while j<len(b):

            if i==j:

                if a[i] is b[j]:

                    result="Same"

                else:

                    result="Not same"

            j += 1

        i += 1

    print(result)

arr\_2 = [None, 1, 2, 3, 4, 5, None, 6]

arr\_3 = [None, 1, 2, 3, 4, 5, None, 6]

print("Its Same or not?:")

smornt(arr\_3,arr\_2)

**Output Would be:**
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**Task07**

class Node(object):

    def \_\_init\_\_(self, c, lft, rht, pnt):

        self.e = None

        self.left = None

        self.right = None

        self.parent = None

        self.e=c

        self.left=lft

        self.right=rht

        self.parent=pnt

def tree(a, i):

    if i<0 or i>=len(a) or a[i] is None:

        return None

    else:

        root = Node(a[i],None,None,None)

        root.left = tree(a,2\*i)

        root.right = tree(a,2\*i+1)

        if root.left is not None:

            root.left.parent = root

        if root.right is not None:

            root.right.parent = root

        return root

    def max(r\_l, r\_r):

        if r\_l> r\_r:

            return r\_l

        return r\_r

def copy(a):

    b = [None for \_ in range(len(a))]

    i = 0

    while i<len(a):

        b[i]=a[i]

        i += 1

    return b

arr = [None, 1, 2, 3, 4, 5, None, 6]

print(copy(arr))

**Output Would Be:**
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**Task08**

Drawing the equivalent graph of the given adjacent matrix:
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